Expression Tree

#include<iostream.h>

#include<conio.h>

#include<process.h>

#include<stdio.h>

#define max 30

struct node

{ char data;

node \*left, \*right;

} \*root=NULL, \*temp, \*t1, \*t2;

char exp[max],post[max],s[max];

char op1;

int te,tp,top,i;

node \*q[max];

int priority(char op)

{ if(op=='^')

return 3;

else if(op=='\*'||op=='/')

return 2;

else if(op=='+'||op=='-')

return 1;

else

return 0;

}

void push(char item)

{ if(top==(max-1))

{ cout<<"\nStack is full.";

}

else

{ top++;

s[top]=item;

}

}

char pop(void)

{ char item;

if(top==-1)

{ cout<<"\nStack is empty.";

return -1;

}

else

{ item=s[top];

top--;

return item;

}

}

void postfix(void)

{ tp=0;

push('(');

cout<<endl;

for(i=0;i<te;i++)

{ if(exp[i]=='+'||exp[i]=='-'||exp[i]=='/'||exp[i]=='\*'||exp[i]=='^')

{ up1:

op1=pop();

if(op1=='(')

{ push(op1);

push(exp[i]);

}

else

{ if(priority(op1)>=priority(exp[i]))

{ cout<<op1;

post[tp]=op1;

tp++;

goto up1;

}

else

{ push(op1);

push(exp[i]);

}

}

}

else if(exp[i]=='(')

{ push(exp[i]);

}

else if(exp[i]==')')

{ up2:

op1=pop();

if(op1!='(')

{ cout<<op1;

post[tp]=op1;

tp++;

goto up2;

}

}

else

{ cout<<exp[i];

post[tp]=exp[i];

tp++;

}

}

cout<<"\nPostfix Expression created.\n";

}

void tree(void)

{ top=-1;

for(i=0;i<tp;i++)

{ temp=new node;

temp->data=post[i];

temp->left=NULL;

temp->right=NULL;

if(post[i]=='+'||post[i]=='-'||post[i]=='/'||post[i]=='\*'||post[i]=='^')

{ t2=q[top];

top--;

t1=q[top];

top--;

temp->right=t2;

temp->left=t1;

top++;

q[top]=temp;

}

else

{ top++;

q[top]=temp;

}

}

root=q[top];

}

void display(node \*ptr)

{ if(ptr!=NULL)

{ cout<<ptr->data;

display(ptr->left);

display(ptr->right);

}

}

void main()

{ te=0; tp=0;

top=-1;

clrscr();

cout<<"Enter the expression.\n";

gets(exp);

for(i=0;exp[i]!='\0';i++);

exp[i]=')';

te=i+1;

postfix();

tree();

cout<<"\nTree (Preorder traversal):\n";

display(root);

getch();

}

![E:\Shreyansh\documents\dsL\et_232x138.png](data:image/png;base64,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)